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Abstract

Contention-based side channels, rooted in resource sharing, have
emerged as a significant security threat in modern processors. These
side channels allow attackers to leverage timing differences caused
by conflicts in execution ports, caches, or interconnects to infer
secret information such as cryptographic keys or enclave-resident
data. Despite increasing awareness, detecting such channels re-
mains challenging because triggering contentions requires precisely
orchestrating specific microarchitectural states, which is often dif-
ficult in practice, especially for timing-sensitive contentions.

This paper introduces Sonar, the first systematic and automated
fuzzing framework designed to uncover contention side channels
in processors. Our core idea is to leverage microarchitectural states
to guide testcase generation, enabling the precise triggering of mi-
croarchitectural events with stringent conditions. Sonar is built
on the key observation that multiplexers (MUXes) are hotspots for
contention, as resource contention frequently involves data rout-
ing and signal selection, which are fundamentally implemented
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by MUXes in circuits. We first identify contention-critical states
with side channel risks based on MUXes, and then utilize these
runtime states to directly guide testcase generation via fuzzing,
progressively approaching and ultimately triggering contentions.
Finally, we employ a dual-differential comparison method to effi-
ciently detect contention-induced side channels and simulate attack
scenarios to assess their exploitability.

Evaluated on two out-of-order RISC-V processors, Sonar uncov-
ers 14 contention side channels, including 11 previously unknown.
These results demonstrate the effectiveness of Sonar in uncovering
potentially exploitable microarchitectural contentions.
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1 Introduction

Recent studies have revealed significant risks associated with tim-
ing side channel attacks in processors. These side channels stem
from contention among different requests for the same resources
across users, such as execution ports and caches, enabling attack-
ers to observe and exploit timing differences to infer encryption
keys[1-4] and even extract private data from trusted execution
environments[5-7]. Furthermore, contentions arising from shared
components are widespread in processors, introducing security
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risks at various stages of the pipeline[1-4, 8-15]. Although post-
silicon defense strategies can mitigate timing side channels, they
are insufficient to fully eliminate vulnerabilities[16, 17], and tend
to incur substantial implementation complexity[18-20] and per-
formance overheads[21, 22]. Therefore, integrating vulnerability
detection into the pre-silicon phase presents a promising solution,
as it provides an opportunity to address vulnerabilities during chip
design and avoid costly post-silicon repairs.

However, current formal-based[23, 24] and fuzzing-based[25—
27] pre-silicon timing side channel detectors are insufficient for
targeting contention side channels. On one hand, they rely on ran-
dom instruction sequences as testcases, which makes it difficult to
trigger contention events at the microarchitectural level, especially
those with strict timing requirements. On the other hand, they lack
contention-related microarchitectural information as feedback, fail-
ing to perceive contention-triggering states, which hampers their
ability to accurately induce contention. Thus, developing a univer-
sal approach that can effectively detect contention side channels
remains demanding yet challenging.

Challenge 1: Identifying contention-critical states with
side-channel risks in large-scale processor designs. In modern
processors, frequent contention and the explosion of the microarchi-
tectural state space greatly complicate the analysis of contentions.
The primary challenge is to identify contention-critical microarchi-
tectural states and filter out those do not pose side-channel risks.

Challenge 2: Triggering contention and exposing observ-
able exploitable timing differences. Contention side channels
arise from triggering contentions, which result in observable tim-
ing differences. However, there exists a gap between random test-
case generation and the precise triggering of microarchitectural
contention events. So the key challenge is to bridge this gap by
effectively leveraging available contention states and maximizing
the observability of timing differences.

Challenge 3: Detecting contention side channels and evalu-
ating their exploitability. Contention side channels are identified
through timing differences under different secret values. However,
not all timing differences stem from contention, and the complexity
of processors makes distinguishing them challenging and time-
consuming. Therefore, rapid identification of contention side chan-
nels is critical. Additionally, assessing their exploitability presents
another challenge.

To address the above challenges, we employ fuzzing to itera-
tively guide the generation of testcases by contention-critical mi-
croarchitectural states, thereby approaching and triggering con-
tention to detect potential side channels. In this paper, we propose
Sonar, the first systematic and automated pre-silicon fuzzing
framework targeting contention side channels. We observe
that contentions in processors often involve operations such as
signal selection, data routing, and path switching, which are pre-
dominantly managed by multiplexers (MUXes). As a result, MUXes
are frequently the hot spot of resource contentions. Therefore, we
use MUXes as the basis for identifying contention points and con-
structing our fuzzing framework Sonar. In summary, this paper
makes the following contributions:

e Propose a method to identify and monitor contention-
critical microarchitectural states. We first locate potential
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contention resources based on MUX, referred to as contention
points. All states at these points are considered contention-
critical. To this end, we propose a general bottom-up tracing
method to identify contention-critical states, including inputs
(i.e., requests), select signals, and outputs at contention points.
Additionally, we incorporate the timing interval between re-
quests (abbr. regsIntvl) as a type of contention state, as it is a
critical factor that indicates the triggering state of contention.
However, regsIntvl requires instrumentation for dynamic collec-
tion. To minimize instrumentation overhead, we filter out states
unrelated to inputs that cannot lead to side channels, ensuring
testing efficiency without compromising detection capability.
e Propose a contention-triggering mechanism guided by
microarchitectural states. To detect contention side chan-
nels, we design a testcase template with a specialized secret-
dependent region. By observing timing differences in other
instruction regions affected by contentions under different se-
cret values, we can infer the secrets. To bridge the gap between
random instruction sequences and the triggering of timing-
sensitive microarchitectural contentions, we utilize the inter-
request timing interval as feedback to guide testcase generation,
ultimately meeting the timing conditions. Specifically, we col-
lect runtime regsintvl associated with potential side-channel
risks and use it as a metric to retain and select testcases that
minimize reqsintvl during fuzzing, thereby progressively ap-
proaching the triggering of contentions. Moreover, to accelerate
the reduction and convergence of regsIntvl, we introduce an
adaptive directed mutation strategy.
e Design efficient contention side channel detection and
analysis method. We accurately identify side channels by an-
alyzing differences in the relative commit times of each instruc-
tion. Furthermore, we explore the root causes of these timing dif-
ferences related to contention by comparing contention-critical
states under different secret values. This dual-differential mech-
anism enables efficient detection of contention side channels.
Additionally, we simulate realistic attack scenarios and design
an attack template for evaluating the exploitability of detected
side channels.
Evaluate Sonar in open-source RISC-V processors. We eval-
uate Sonar on two open-source out-of-order RISC-V processors,
BOOM and NutShell, and successfully detect 14 contention side
channels, including 11 newly uncovered and 3 previously dis-
closed. We also assess the exploitability of these newly uncov-
ered side channels.

2 Background
2.1 Contention Side Channels

In modern processors, contention is a prevalent issue due to the
limited availability of resources, arising from conflicting access to
shared resources by multiple requests. These requests may origi-
nate from different cores[28] or the same core. Within the same
core, they can come from various threads (e.g., Intel’s Simultane-
ous Multithreading[29]) or even from the same thread[4, 30]. Con-
tention may affect the execution of the corresponding instructions
for requests, leading to either blocking or acceleration, ultimately
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exposing observable timing variations at the cycle-level. Attack-
ers can exploit these timing discrepancies to launch side channel
attacks, potentially compromising sensitive information.

Contention side channels can be categorized into two types
depending on their impact on microarchitectural states[31]. The
first category is volatile side channel, which contention induces
transient state changes and leaves no persistent microarchitectural
traces. For example, in the port contention scenario, multiple re-
quests might share execution ports, such as INT/FP ports. When
these ports become saturated, instruction dispatch is stalled and
instruction execution latency is elevated. Detecting such latency
potential indicates that port contention may have occurred. If the
victim’s port usage correlates with secrets, the attacker can de-
duce secret values via timing differences[2-4]. Components such
as cache bank[1, 14, 32], interconnect path[28], and MSHR[11]
are also vulnerable to such attacks. The second category is persis-
tent side channel, which contention leaves lasting footprints in the
microarchitecture. For instance, in the cache contention scenario,
incorrect speculative execution may alter the order of memory op-
erations, leading to persistent changes in cache state that can affect
the execution of other memory access instructions mapped to the
same cacheline. The attacker can measure their own cache access
latency and infer the victim’s memory access patterns based on
timing differences[12, 13, 33-36]. In addition to caches, other per-
sistent storage components, such as way predictor[37], TLB[15, 38],
PHT[9], and BTB[39, 40] also can be exploited.

These two types of contention side channels impose different tim-
ing requirements on requests. The root cause of volatile side chan-
nels is the limited bandwidth of shared resources, which typically
necessitates multiple requests contending for the same resource
simultaneously. This imposes strict timing constraints, making such
side channels difficult to be detected in practice. In contrast, to en-
sure that the subsequent requests are influenced by the persistent
traces left by the preceding request, persistent side channels require
requests to sequentially access the same microarchitectural storage
unit (e.g., a cacheline or TLB entry), thereby imposing constraints
on the data similarity between the requests. Current researches on
the detection of contention side channels primarily focus on persis-
tent side channels[41-43], lacking a systematic approach, especially
for volatile side channels with strict timing requirements.

2.2 Processor Fuzzing
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Figure 1: General workflow of processor fuzzing.
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Recent studies have applied the fuzz testing technique from soft-
ware to processor verification[25-27, 44-54]. The five key phases
of fuzzing are illustrated in Figure 1. @Instrumentation: Monitor-
ing logic is embedded into the DUT (Design Under Test) to collect
runtime information (e.g., control register coverage[44]) during
test execution, providing feedback for testcase quality evaluation.
@Seed Generation: The fuzzer generates massive random testcases
as initial seeds for fuzzing during initialization, populating a seed
corpus. ®Seed Retention: High-quality testcases are dynamically
retained in the seed corpus for subsequent mutation. ®Seed Mu-
tation: As a key mechanism for testcase diversification, the fuzzer
mutates selected seeds from the corpus to generate new testcases.
®Vulnerability Detection: Vulnerabilities are detected through dif-
ferential analysis against reference models or expected outputs to
identify hardware behavioral deviations.

Current research on processor fuzzing primarily focuses on de-
tecting functional errors (e.g., Difuzzrtl[44], Cascade[47] and etc[45,
46, 48-53, 55-60]) and timing side channels (e.g., SIGFuzz[26],
WhisperFuzz[27], SpecDoctor[25]). Existing fuzzers generally em-
ploy randomized instruction sequences as testcases to reach novel
execution paths or microarchitectural states. However, when tar-
geting microarchitectural events, such as contention in this paper,
the role of randomized instruction sequences and uncontrolled mu-
tation is limited. Because these microarchitectural events typically
require specific microarchitectural states, such as strict timing re-
quirements of requests. Random instructions at the architectural
level often fail to accurately reach the required microarchitectural
level states, resulting in a gap. Therefore, it is essential to design
an effective mechanism to bridge this gap and detect side-channel
risks triggered by the target events.

3 Threat Model

This paper focuses on uncovering exploitable side channels in pro-
cessors caused by contention over shared resources. We assume
that attackers can construct volatile or persistent contention side
channels on various processor components. These channels can be
constructed within a single core or dual-core architectures and can
cross privilege levels or hardware threads. Additionally, attackers
are assumed to extract secret information by leveraging cycle-level
variations in instruction execution time. Sub-cycle level timing dif-
ferences within circuits, which are generally unobservable at the
architectural level, are beyond the scope of this work.

4 Design Overview

Contentions are prevalent in processors and may induce security
risks such as side channel vulnerabilities. Once a chip is fabricated,
patching such vulnerabilities becomes exceptionally challenging.
Consequently, it is critical to proactively detect contention side
channels during the register transfer level (RTL) design phase.

In this paper, we propose Sonar, the first systematic and au-
tomated pre-silicon fuzzing framework to detect contention side
channels in processors. Sonar can be divided into three main com-
ponents, as illustrated in Figure 2. First, we locate contention points
in processors based on MUXes, identify and monitor contention-
critical microarchitectural states at these points. To minimize in-
strumentation overhead and ensure testing efficiency, we filter out



MICRO 25, October 18-22, 2025, Seoul, Republic of Korea Zhang et al.
Contention-Critical pArch States Contention-Critical pArch States-Guided Contention Side Channel
Identification and Filtering Contention Triggering Detection and Analysis
- T oSS IS A ¢ s - oo oo oo \ 2 S
1 Ed 1 1 Adaptive Directed Seed Mutation 1 1 1
£ sec=0 | ]
1 £ 1 1 prommeammmmeca, 1 1 v v N
| = 1 | randon insts L% insts = 1
= 1 | commit log instruction
1 T 1 1 Ld x1, (secret) 1 1 commit critical ol 1
/ £ RTL cycle uarch ol
! /i E ! ! 1] 1 simolation dmeane| | otes 3
! 1 = eoutply ! ”“»I Proximity randon insts ! ! l s :
1 I 1 1 : : I | 3
______________________________ - -based 7] depend h time diff diff 3
1 Filtering 1 U g ection 1 T by 1
! \ ! (- Seed il 1 S|
| procesgor 1 ||||»I Recetion reduce? Contention Monitor | | 1 | iastiction) e QDo
R it
| \ | 1 regsintvl _Log. b . e warch Sl
. analysis . . C <y Contention Point: str P ms;lsl dfference e |
T Seed : reastntut: int ; 1 commit log :
1 (abbr reqsinil) 1 I {Corpus =i =" | Requesteair: reqs reqzn | |1 1 sec=1 | ] 1
! filter if yes ! ! {(contention } analyze | cycte: int Vo 1 Side Channel Dual Differential !
1 1 \ | 1 Detector Comparisons I
N T _l ______ /e I T T I T T T, 7
instrument

> pArch Contention States Monitor
=

Figure 2: Design overview of Sonar.

states that do not pose side channel risks. Then, we design a special-
ized testcase template to support the detection of contention side
channels under both single-core and dual-core scenarios. During
the execution of testcases, we monitor and collect contention states
that are related to side channels as feedback to guide the triggering
of contention. Specifically, we gradually reduce the timing interval
between requests to trigger timing-sensitive volatile contentions.
We also propose an adaptive directed mutation strategy to further
accelerate the reduction of request intervals. In addition, while
monitoring timing conditions, we also increase the data similar-
ity between requests by mutation to facilitate the exploration of
persistent contention. Finally, to detect side channels caused by
triggered contentions, we exhaustively inspect potentially affected
instructions in the testcases and determine whether timing differ-
ences exist under different secret values. Upon observing timing
differences, we leverage our dual-differential comparison method
to pinpoint contention-related causes and uncover contention side
channels. Subsequently, we employ our designed Meltdown-like
attack templates to evaluate their exploitability.

5 Contention-Critical Microarchitectural States
Identification and Filtering

All microarchitectural states at contention points are considered
contention-critical. To find contention-critical microarchitectural
states, we design a general method to locate contention points and
recognize states on these points. These states will facilitate the
triggering of contentions during fuzzing. However, the numerous
identified states require extensive instrumentation for collection,
which can reduce testing efficiency. Note that some states are input-
independent and do not expose side-channel risks. Therefore, we
filter these states to ensure testing efficiency.

5.1 Contention States Identification via
Bottom-Up Tracing

Resource contentions often involve operations such as signal selec-

tion, data routing, and path switching. In circuits, although many

combinational logic structures can be used to implement these
operations, the fundamental implementation typically relies on

multiplexer (MUX) [61]. Therefore, we use MUX as the general
basis for locating contention points. MUX is a hardware element to
select one input from multiple inputs as the output, with the select
signal determining the source of the output. The simplest MUX is a
2:1 MUX (i.e., output = mux(sel, tval, fval)), which receives only two
inputs. When the select signal sel is 1, tval is selected as the output;
otherwise, fval is selected. When there are more than two inputs,
an n:1 MUX can be implemented by cascading multiple 2:1 MUXes.

Leveraging the cascading property of MUX, we design a bottom-
up tracing method starting from the output of an n:1 MUX to
identify all requests and select signals involved at the contention
point. Specifically, for each 2:1 MUX in the circuit, if its tval or fval
is connected to the output of another 2:1 MUX, continue recursive
tracing; otherwise, stop tracing. Through this method, an n:1 MUX
cascading tree can be constructed, and all leaf nodes in the tree
represent requests at the contention point. As illustrated in Figure
3, through bottom-up tracing, we start at the MUX output and
identify all requests and selection signals at the contention point
1dq_stq_idx.

(data ﬁ%requests

inpdts

0 fired_load 1

0 A 12558

_GEN_1078

_GEN_6347

L
bottom-up i
tracing Idq_stq_idx

Figure 3: An example of using the bottom-up tracing method
to identify all requests, select signals, and outputs at con-
tention points.
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At contention points, when multiple requests arrive simultane-
ously, the MUX prioritizes one request for processing while others
must wait, leading to processing delays that may create a volatile
side channel. In contrast, when requests arrive sequentially and
occupy the same request path, earlier requests may leave traces in
the data path that can be probed by subsequent requests, forming a
persistent side channel. In both scenarios, whether requests arrive
simultaneously or sequentially can be determined by observing
the cycle intervals between requests. As such, in addition to the
inherent inputs (i.e., requests), select signals, and outputs at contention
points, the timing intervals between requests (abbr. regsIntvl) are also
important contention-critical states.

To collect these contention-critical states, we can directly mon-
itor inherent circuit states such as requests, outputs, and select
signals. However, for regsIntvis that are not inherently present in
the circuit, instrumentation is required. Requests in the processor
typically consist of a data field and a validity field, and they are only
processed when the validity field indicates they are valid. Therefore,
the inserted code is used to dynamically record the timing intervals
between any two distinct valid requests, as well as the intervals
between two consecutive valid requests from the same source.

5.2 Filter Out Contention States Without
Side-Channel Risks

The goal of Sonar is to identify cases where different secret inputs
induce distinct microarchitectural states, enabling information leak-
age through timing differences. However, among the contention-
critical states identified via bottom-up tracing, some states are
independent of secrets. For example, a 2:1 MUX is used to select
one output from two constants according to the select signal. The
requests and regsIntvl at this contention point remain unchanged re-
gardless of the secrets, as the requests are constants and the validity
field of the constant is always considered valid. These contention-
critical states do not introduce timing differences, thereby posing
no risk of information leakage. Consequently, monitoring these
states is unnecessary, especially for the regsIntvl that requires in-
strumentation. Our experiments reveal that, on average, 31% of the
contention points identified through bottom-up tracing fall into
this category. Filtering out these constant states that pose no side-
channel risk is crucial for reducing instrumentation overhead and
ensuring testing efficiency.

If states are constant, they are not associated with side-channel
risks, and we filter out such states accordingly. It is straightforward
to distinguish whether requests, select signals and the outputs
are constants due to the fixed format of constants in the circuit.
However, determining whether regsintvl is constant through static
analysis is challenging, as it is a runtime-collected state. Fortunately,
we observe that when requests at a contention point are input-
dependent, they are typically marked by a valid signal. Building
on this observation, during bottom-up tracing, we check whether
each request has a valid signal. If no valid signals are present for
any request at a contention point, we consider the requests to be
valid during all clock cycles, and the regsIntvl is always a constant 0.
Dynamic monitoring of the regsIntvl at these points is meaningless.

To achieve this goal, we design the request validity determina-
tion algorithm, as delineated in Algorithm 1. According to circuit
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programming specifications, the validity and data fields of a re-
quest typically share the same prefix, which indicates that they
belong to the same request. For example, in the ROB module of
BOOM [62], an instruction commit request includes a validity field
io_commit_valid and a data field io_commit_uops_inst. Both fields
share the same prefix io_commit. Therefore, pattern matching can
first be used to identify validity signals sharing the same prefix as
arequest’s data field (line 3 in Algorithm 1). If no match is found,
we trace back to the data field’s source signals, whose validity may
indirectly indicate the request’s validity. If validity fields for these
sources are found, the request’s validity is the bitwise AND of all
source validities (line 4-7 in Algorithm 1). If no validity field can
be determined by the above methods, the request is considered
constantly valid.

Algorithm 1: Request Validity Determination Logic

Input: D, data field of request.
Output: V), valid field of request.
1 function Main(D):
2 YV « null;
/* Look for a validity signal with the same prefix as D */
3 V « PrefixMatchedValid(D);
4 if V isnull then

5 Srcs < FindSrcs(D);

6 foreach src € Srcs do

7 V «— VAMain(src);
8 end

9 end
10 return V;

6 Microarchitectural States-Guided Contention
Triggering

In typical hardware fuzzers, potential bugs are often uncovered
through the generation of random instruction sequences. However,
many side channels originate from specific changes in microar-
chitectural states, which are difficult to induce accurately using
random instruction generation and mutation. Without monitor-
ing contention states, it is challenging to use a random method to
guide multiple requests to converge at a contention point, even
within the same cycle. Therefore, we propose a method to observe
microarchitectural states and leverage these states to guide testcase
generation, effectively triggering contention.

6.1 Testcase Template and Contention States
Monitoring

Sonar is designed to effectively identify contention side channels
that can leak secret information. This requires that the testcases
meet the following criteria: @ Induce microarchitectural contention
state variations under different secret values; @ Support for the
detection of volatile and persistent side channels in both single-
core and dual-core scenarios. To this end, we design a testcase
template as shown in Figure 4. For the single-core scenario, as il-
lustrated in Figure 4a, any instruction preceding or following the
secret-dependent instruction region may contend with the secret-
dependent instructions, potentially affecting their execution time.
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For the dual-core scenario, as shown in Figure 4b, the victim exe-
cutes secret-dependent instructions on one core, while the attacker
on the other core frequently executes instructions that may con-
tend with the victim. Depending on the secret value, the presence
or absence of contention between the victim and attacker causes
variations in the attacker’s execution time. These timing differences
allow the attacker to infer the secret value.

random insts K-, core 0 core 1
1
lax, secret || | la x1, secret
secret Ibx2, (x1) ! Ib x2, (x1)

random
x2=0 | x2=1 F=) insts

dependent x2=0 | x2=1 -
regon || __v__ ¥ __

random insts K-

(a) Single Core (b) Dual-Core

Figure 4: The testcase template in Sonar. The regions indi-
cated by dashed arrow may exhibit observable timing differ-
ences due to contention.

It is worth noting that not all contentions have the potential
to leak sensitive information and pose a side-channel risk, and
only contention involving secret-dependent requests can. We refer
to such risky contention as secret-dependent contention, while the
opposite is secret-independent contention. For example, the con-
tentions occurring in the random instruction region of the template
shown in Figure 4 are unlikely to be exploited to infer secrets, as
these instructions are not directly related to the secret. Triggering
non-risky contention may block the possibility of reaching risky
secret-dependent contention at the same contention point, as the
process of approaching contention at that point almost halts once
contention occurs. Thus, only states associated with risky con-
tention are used to guide the generation of testcases. To accurately
monitor the states of secret-dependent contention during testcase
execution, we restrict the monitoring window to the clock cycles
during which secret-dependent instructions are in-flight, rather
than spanning the entire execution cycle of the testcase. In detail,
the monitoring window is defined as the clock period starting with
the first secret-dependent instruction entering the Reorder Buffer
(ROB) and ending with the last one being committed. Within this
window, in-flight secret-dependent instructions may induce con-
tentions. Outside this window, the probability of secret-dependent
contentions is low.

6.2 States-Guided Testcase Generation for
Triggering Contentions

The quality of the seed corpus directly impacts the depth, breadth,
and efficiency of fuzzing. Therefore, a significant challenge in
fuzzing is designing reasonable seed retention and selection strate-
gies to maintain the quality of the seed corpus. In addition, mutation
is an important method for generating diverse new testcases. Al-
though random mutation can explore more execution paths, it is
also likely to disrupt the critical structures in the testcases that may
affect contention points. Hence, more targeted mutation strategy
should also be developed to guide and approach contentions.

Zhang et al.

6.2.1 Gradual Approach to Trigger Volatile Contentions. Volatile
contentions require requests to contend for resources simultane-
ously, which makes it challenging to generate testcases that meet
such strict timing requirements through random generation. Sonar
addresses this challenge by employing a gradual approach strat-
egy to achieve the goal: @ Retain the testcase as a seed if it can
reduce the regsIntvl at any contention point; @ Prioritize seeds
with the smallest regsIntvl for mutation; @ Guide the mutation of
seeds based on the trend of decreasing regsIntvl until it reaches
zero, thereby triggering volatile contention.

Seed Retention and Selection: Within the monitoring window, we
collect the regsIntvl between any two valid requests at contention
points, which may originate from different levels of the MUX tree.
The minimum regsintvl among all request pairs serves as a mea-
sure of contention at a contention point and forms the basis for
seed retention and selection. If a testcase can reduce the minimum
regsIntvl at any contention point, we add it to the seed corpus. Dur-
ing seed selection, we prioritize seeds that are closer to triggering
contention. Specifically, contention points with smaller minimum
regsIntvl (but not zero) are more likely to be selected as targets
for further narrowing. Among the testcases that achieve the same
minimum regsIntvl at the target contention point, one is randomly
selected for mutation.

Interval-guided Directed Seed Mutation: To make the mutation
results more controllable and converging, we propose an adaptive
directed mutation strategy. This strategy leverages the effect of the
previous mutation to guide the next mutation direction, thereby
accelerating the reduction of regsintvl: if the previous mutation
reduces the minimum request interval, maintain the previous mu-
tation direction; otherwise, change the mutation direction. Mini-
mizing the regsIntvl essentially means that the cycles at which re-
quests are valid get closer. There are two key factors that influence
the validity of a request: the operand parsing time of instructions
and the availability of microarchitectural resources. Fortunately,
instruction-level mutations provide a direct and effective way to
control operand parsing time by adjusting the dependency chain
length, as this time is closely related to the chain length. By increas-
ing or decreasing the dependency chain length, we can regulate the
operand resolution time and, in turn, indirectly control the effective
timing of requests. We observe that inserting or removing instruc-
tions only at the head of the dependency chain has a monotonic and
uniform impact on the parsing time of all downstream instructions
in the chain: adding instructions at the head delays the parsing
time of downstream instructions, while removing them advances it.
This monotonicity and continuity provide a clear basis for mutation
directions. By determining whether the previous mutation reduced
the regsintvl, we can assess the effectiveness of the mutation direc-
tion and dynamically adjust it. This adaptive adjustment strategy
enables a faster reduction of the regsIntvl, allowing us to quickly
approach or trigger contention.

6.2.2 Enhance Data Similarity to Investigate Persistent Contentions.
Persistent contentions require at least two consecutive requests on
the same request path. This necessitates observing at least one valid
request within the monitoring window, ensuring that contention
involves secret-dependent instructions. The other valid request may
occur either within or outside the monitoring window. Besides,
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triggering persistent contentions imposes specific requirements
on the data fields of requests. Based on existing research, the data
fields typically need to be similar or identical to map to the same
storage unit. Therefore, in addition to the previously mentioned
directed mutation ensuring at least one request appears within the
monitoring window, we specifically adjust the operands of the same
type of instruction during instruction mutation to enhance the data
similarity between requests.

7 Contention Side Channels Detection and
Analysis

To detect contention side channels, merely triggering contention
is insufficient. Contentions that lead to side channels must exhibit
observable timing differences under different secret values, which
our detection mechanism relies upon. Therefore, we first identify
the timing differences induced by side channels. Then we automat-
ically locate the potential root causes of the contention that may
lead to these timing differences. After detecting contention side
channels, we design attack templates to analyze and explore their
exploitability.

7.1 Identification of Side Channels

To comprehensively detect side channels exposed by testcases, we
consider all regions potentially affected by contentions. These re-
gions include the instruction regions pointed to by the dashed
arrows in Figure 4, covering both single-core and dual-core scenar-
ios. Examining the execution time of the whole region may lead
to missed side channels due to the cancellation of timing effects.
To address this, we adopt a finer-grained, instruction-level detec-
tion method by analyzing the execution time of each instruction
under different secret values. We observe that requests affected
by contentions are directly reflected in the commit time of their
corresponding instructions. Thus, we detect side channels by com-
paring whether the commit times of the same instruction differ
under varying secret values.

However, detecting side channels solely by comparing instruc-
tion commit time differences is inaccurate. Instruction commit time
differences may result directly from side channels or indirectly from
delays in preceding instructions. For example, in the top table of
Figure 5, the commit times of the div and mul instructions differ
under different secret values. However, only the div instruction is
genuinely affected by the side channel, causing a 1-cycle delay when
the secret value is 1. The mul instruction itself is unaffected but is
delayed because it must wait for the div instruction to complete
commit, resulting in the same delay. In practice, if timing differences
are solely caused by the in-order commit mechanism, the relative
commit time differences between adjacent instructions remain un-
changed under different secret values. Based on this observation,
we propose the commit cycle difference (CCD) metric as an indi-
rect measure of instruction execution time. By comparing whether
the CCD changes with secret values, we can identify instructions
genuinely affected by side channels. This approach effectively fil-
ters out timing differences unrelated to side channels, preventing
wasted time and interference with the subsequent analysis.
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Figure 5: Accurate contention side channel detection based
on dual-differential comparison.

7.2 Justification of Contention Side Channels

Even after identifying instructions genuinely affected by side chan-
nels, attributing timing differences to specific resource contentions
is still challenging and laborious. Because instructions often pass
through complex pipeline paths with multiple contention points,
exhaustive inspection is inefficient. The essence of contention side
channels is that different secrets trigger variations in microarchitec-
tural contention states, which have observable impacts on instruc-
tion execution. In other words, only contention points with state
differences under different secret values can lead to contention side
channels. Thus, we focus on discrepencies in contention states, as
shown in the table at the bottom of Figure 5. During testcase execu-
tion, we collect contention-critical microarchitectural states within
the monitoring window at each contention point and perform differ-
ential comparisons to identify state deviations, generating a report
that documents these discrepancies.

Ultimately, the CCD differential comparison pinpoints the timing
differences directly affected by side channels, while the differential
comparison of contention states records the specific contentions
likely responsible for those timing differences. Together, these two
reports enable rapid identification and justification of contention
side channels.

7.3 Exploitability Analysis

After detecting contention side channels, we further investigate
their exploitability. Based on the testcase template in Figure 4, we
extend it into a Meltdown-like [63] attack template, as shown in
Listing 1. At line 6, privileged secret data is accessed illegally, in-
ducing an access fault exception. However, due to lazy exception
handling, the processor continues to execute subsequent instruc-
tions. During this period, instructions related to the secret may
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cause contention with other instructions. Under different secret
values, the execution time may vary. By leveraging this character-
istic, attackers can infer secrets accordingly. For example, at line
6, access(secret_addr) reads kernel secret data bit by bit. If secret[i]
is 0, no contention occurs with the instruction at line 5; if secret[i]
is 1, contention occurs, resulting in longer execution time. Thus,
longer execution time is inferred as secret[i] = 1, while shorter time
is inferred as secret[i] = 0.

Listing 1: Meltdown-style attack template for contention side
channels exploitability analysis.

Zhang et al.

Table 1: Key parameters of BOOM and NutShell.

for (int i = @; i < secret_bits; i++) {
for (int t 0; t < train_times; t++) {

int t1 rdcycle();
operand = delay_inst();

instructions
affected_inst (operand)

// Delay execution of affected

access(secret_addr); | // access secret to trigger transient

execution
if (extract_bit(secret, i))
contentionPath(); // Encode '1'
else
no_contentionPath(); // Encode '0°'
int timediff = rdcycle() - t1;

via contention

}
Secret[i] = (timediff > threshold) ? 1 : 0;

Additionally, to increase the likelihood of resource contention
between the instructions at line 5 and line 6 within the transient
window, we insert a block of computation instructions at line 4
to delay the operand resolution time of the affected instructions.
Using this attack template, we can conduct a targeted analysis of
the identified contention side channels to assess their exploitability.

8 Evaluation

We implemented Sonar, which includes identification and monitor-
ing of contention-critical microarchitectural states, guided fuzzing
based on these states, and accurate side channel detection and
analysis. In this section, we present the evaluation of Sonar on
open-source RISC-V processors.

8.1 Evaluation Setup

Configuration of DUTs. We evaluate Sonar on two open-
source out-of-order RISC-V processors with varying complexity:
BOOM[62] and NutShell[64]. Table 1 summarizes their key con-
figuration parameters.

Fuzzing Environment: We compile BOOM and NutShell using
the open-source RTL simulator Verilator [65] and integrate BOOM
with memory systems and peripherals via Chipyard [66]. All evalu-
ation experiments are conducted on a machine equipped with an
Intel Xeon Platinum 8380 CPU running at 2.30 GHz, with 80 CPU
cores and 962 GiB of RAM.

8.2 Contention States Identification and
Filtering

We choose FIRRTL[67], a circuit intermediate representation, for
processor analysis. It serves as a transitional layer between the
high-level design in Chisel[68] and low-level implementation such
as Verilog, preserving rich structural details of the design. FIRRTL
enables implementation-independent analysis and circuit modifica-
tions that can be easily extended to other designs.

Feature BOOM NutShell
Supported ISA RV64GC RV64 IMAC/Zicsr/Zifencei
Privilege U/S/M U/S/M
Pipeline Stages 10 9
Fetch Width 8 2
Fetch Buffer 24 8
BrPred uBTB+BTB+TAGE BTB+PHT
Int/Fp PhyRegs 100/96 32/-
Mem/Fp/Int Func 1/1/3 1/-/2
ROB Entry 96 32
Ld/St Queue 24/24 -/8
I/DCache 32/32KB 32/32KB
L1 MSHR 2 -
L2 Cache 512 KB 128 KB
Bus Protocol TileLink SimpleBus+AXI4

N 2:1MUX-based locating Emm Bottom-up tracing-based locating after filtering

31484
BOOM

NutShell

0 5000 10000 15000 20000 25000 30000
The number of identified contention points

Figure 6: The number of identified contention points with
different strategies.

Identification and Distribution of Contention Points. MUXes
are hotspots for contention. However, simply treating every 2:1
MUX as a contention point would greatly overestimate the true
count, because many 2:1 MUXes only partially contribute to con-
tention. Our MUX-based bottom-up method can accurately iden-
tify true contention points, including those implemented through
cascaded MUXes. Compared to the 2:1 MUX-based method, our
MUX-based bottom-up tracing method significantly reduces the
number of identified points: from 31,484 to 8,975 (71.5% reduction)
on BOOM, from 23,618 to 4,631 (80.4% reduction) on NutShell, as
shown in Figure 6. The distribution and amount of identified con-
tention points are shown in Figure 7. We find that contention points
are mainly concentrated in the frontend, ROB, LSU, and peripheral
bus across these two processors.

Filtering States Without Side-Channel Risk: Figure 7 also
shows the number of dynamically monitored contention points for
the timing interval between requests after implementing the filter-
ing method described in §5.2. On BOOM, the number of contention
points is reduced from 8,975 to 6620 (26.2% reduction); on NutShell,
from 4,631 to 2976 (35.7% reduction).

8.3 Comprehensive Evaluation of Sonar

8.3.1 Overhead Analysis of Instrumentation. To collect run-
time contention states, we instrument the DUTs by adding monitor-
ing logic to the source code through custom transformation passes
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Figure 7: Distribution and number of contention points in BOOM and NutShell: before vs. after filtering out states without

side-channel risk.

at the FIRRTL stage. As shown in Table 2, the instrumentation
introduces compilation overheads of 43% and 45% for BOOM and
NutShell, respectively, while causing simulation speed slowdowns
of 26% and 38%. The Verilog code sizes for BOOM and NutShell are
550k and 230k lines, with instrumentation accounting for 14% and
20% of the total code, respectively. Nevertheless, the overall fuzzing
speed remains acceptable. Notably, the instrumentation does not af-
fect the functional behavior of the DUTs, thus the execution results
of testcases are consistent before and after the instrumentation.

Table 2: Instrumentation overhead of Sonar. Numbers in
parentheses indicate the percentage overheads compared
to the original.

DUT Contention Compile #New Simulation  Fuzzing
points time(s) verilog speed(Hz)" speed(/hour)
NutShell 4631 470(45%)  34k(20%)  28k(38%) 7596
BOOM 8975 314(43%)  67k(14%)  5.3k(26%) 239

*Simulation speed is measured as cycles per second.

8.3.2 Detection Capability Evaluation of Sonar. To evaluate
the vulnerability detection capability of Sonar, we conduct 3000
iterations of testing on BOOM and NutShell. We also compare
Sonaragainst random testing (i.e., Sonar without any guidance)
along two dimensions: cumulative contention coverage and the
number of timing differences that reflect secret values. The results
presented in Figure 8 convey the following information: @ A large
number of contentions are triggered in the early stage. Analysis
reveals that most are dominated by a single signal, meaning only
one request has a valid signal at these contention points. Moreover,
we also find that the valid signal also happens to be the request
itself, as illustrated in Figure 9. Since these valid signals are easily
asserted in the circuit, many contentions are triggered at the outset
of testing. @ New contentions tend to appear in clusters, as a single
contention event may involve multiple data selections and thus
map to several contention points. @ Sonar consistently outper-
forms random testing on both processors, with an average 117%
increase in triggered contention points and over 210% increase in
observed timing differences. @ Although thousands of contentions

are triggered, only 2.4%-7.2% result in observed timing differences.
This is because timing differences cannot be observed if contention
under different secret values affects instructions identically, or if
the affected instructions fall outside the observable region defined
by the template. As the number of iterations increases, the number
of timing differences continues to grow linearly, suggesting that
more risky contentions are likely to be uncovered in the future.

8.3.3 Breakdown Experiments. We conduct experiments to
evaluate the effectiveness of the proposed fuzzing strategies for
triggering contentions: (a) seed retention, (b) seed selection (which
inherently includes retention), and (c) seed mutation (which essen-
tially includes both retention and selection). As shown in Figure 10,
during the early stages of testing, the advantages of these strategies
are not pronounced. However, their benefits become evident as
testing progresses. The results show that our proposed directed
seed mutation strategy can effectively enhance the ability to trigger
contentions.

8.3.4 Comparison with SpecDoctor. We compare Sonar with
SpecDoctor[25], an open-source pre-silicon side channel fuzzer,
in terms of their ability to trigger contentions. As shown in Fig-
ure 11, under the same iterations, Sonar triggers 2.13x more new
contention points than SpecDoctor, showing stronger contention
triggering ability and greater potential for side channel discov-
ery. Moreover, SpecDoctor’s instrumentation has O(nz) time com-
plexity, where n is the number of FIRRTL statements in a module,
making it impractical for large-scale designs. While Sonar’s in-
strumentation runs in O(n) time, offering greater scalability for
complex designs.

8.3.5 Effectiveness of Dual Differential Comparison-Assisted
Side Channel Analysis. In practice, our dual differential compari-
son significantly speeds up the debugging of timing differences. For
example, when identifying execution port contention side channel
on BOOM, this method reduces debugging time from one hour
to just ten minutes, greatly enhancing contention side-channel
analysis efficiency.
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Figure 8: Comparison of the number of triggered contentions and timing differences on BOOM and NutShell using Sonar and
random testing.

Table 3: List of contention-based side channels found by Sonar.

Shared
Processor Resf;lt.lerce # Description of Contention Side Channels New? | Time Difference | Accuracy
1 The younger ICache ‘read. instruction blocks the f)lder DCache read/writeback v 40 cycles 299%
instruction due to TileLink D-Channel contention.
Th I i ion blocks the older I ]
sp | The you.nger Cache'reac.l instruction blocks t €0 der ICache read/writeback v 32-37 cycles 2997
instruction due to TileLink D-Channel contention.
5 Due to TileLink D-Channel contention, the younger DCache read instruction
TileLink" | 53 blocks the older ICache read/writeback instruction. v 1-38 cycles >99%
Due to TileLink D-Channel contention, the younger DCache read instruction
S4 ’ v 9 1 99%
blocks the older DCache read/writeback instruction. s z
MSHR S5 The younge}r load instruction occupies an MSHR and Plocks the older one v 40 cycles 299%
because their addresses have the same set index but different tags.
S6 When a younger and an older IOfid ir?str.u.ction access the read linebuffer v 9 cycles ~99%
X simultaneously, the younger one is prioritized, delaying the older one.
LineBuffer Wh dan older store instruct the write linebuff
n nger and an r store instruction rite lin T
7 en a younger and an older store instruction access the write linebuffe v 2-8 cycles 06%

simultaneously, the younger one is prioritized, delaying the older one.

When requests from alu, imul, and div simultaneously contend for the
BOOM EXE Unit | S8 | response port of the execution unit, the request from alu is prioritized, while X 1-11 cycles -
others are delayed.

The younger division instruction blocks the older one by entering the exe-

Div Unit S9 . .
cution unit first.

X 57-70 cycles -

The younger store conditional instruction writes data to cache and marks it
§10 | dirty regardless of success, delaying older instructions accessing the same X 12-31 cycles -
cacheline due to the required cache writeback.

The younger and older instructions access the same cacheline, with the
§11 | younger instruction executes first, causing the older instruction to hit in v 59 cycles >99%
the cache and thus be executed faster.

L1 DCache

The younger load instruction loads data into the cache and evicts a cacheline

$12 | that is needed by the older load instruction, causing the older instruction to v 18 cycles >94%
be delayed.
Multiplication and division instructions share the Multiply-Divide Unit
MDU $13 | (MDU), which is non-pipelined. When a younger multiplication instruction v 4-63 cycles <2%
Nutshell occupies the MDU, the older division instruction is blocked.

Contention on the shared read/write port of the L1 ICache can delay in-

L1ICache | S14 .
struction fetches.

v 8 cycles <2%

fSide channels due to contention on TileLink can also be observed in the dual-core scenario.
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Figure 9: Dominance of single valid signals in contentions
triggered by the first 20 testcases.
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the number of newly triggered contentions on BOOM.

8.4 Side Channels Uncovered by Sonar

Sonardetected 12 contention side channels on BOOM and 2 on
NutShell, 11 of which are newly discovered. Table 3 provides a
brief description of these side channels and their resulting timing
differences in instruction execution. Based on the shared resources,
we categorize these side channels into 6 types. Next, we describe
these side channels in detail and highlight their novelty.
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Figure 12: Mechanism of side channels S1-S4, which triggers
contentions on TileLink D-Channel.

A. TileLink Contention (S1-S4)

BOOM employs TileLink [69] as its on-chip interconnect proto-
col. Data transfers between the L1 and L2 caches are routed through
the D-Channel. A cache read request occupies the D-Channel for 8
cycles to return a cacheline of data, while a cache writeback request
takes only 1 cycle. As shown in Figure 12, a younger instruction’s
iCache read request req_0 blocks an older instruction’s DCache
writeback request req_1, delaying its response due to channel occu-
pancy (S1). A TileLink-based contention side channel arises when-
ever at least one of the requests is a cache read that occupies the
D-Channel for multiple cycles, blocking the other request. Cache
read requests may originate from either the L1 ICache or DCache.
Consequently, similar side channels are also observed in other in-
struction patterns, as described by S2-S4 in Table 3. In practice,
timing differences may be further amplified by subsequent instruc-
tions, often exceeding 8 cycles.

Unlike Intel’s On-chip InterConnect mechanism [70, 71], con-
tention in TileLink does not stem from complex multi-channel arbi-
tration or resources shared across cores. Instead, it can be triggered
by intra-thread timing conflicts within the instruction pipeline,
without relying on cross-core or LLC-slice sharing.

B. MSHR Contention (S5)

MSHRSs are used to track and manage outstanding cache miss
requests. There are two management modes in BOOM: pri, for
new requests or those unable to reuse existing MSHRs; and sec, for
requests that attempt to reuse an existing MSHR. Consider two
cache miss requests , req_0 and req_1, that share the same setidx
(the address field identifying a cache set) but differ in tag. The first
request req_0 occupies an MSHR for a cache miss. When req_1
arrives, MSHRs attempt to process it via the sec mode, as there is
an ongoing req_0 mapped to the same cache set. However, the tag
mismatch indicates they do not share the same cacheline, so reuse
fails. As aresult, req_1must wait until req_0 completes before being
accepted in pri mode, as depicted in Figure 13. According to our
observation, this delay can cause a stall of 40 cycles.

Unlike Speculative Interference Attacks[11], which attribute
blocking to the full MSHRs occupancy, we uncover a distinct case
in BOOM: requests can be blocked even when MSHRs are avail-
able, due to the setidx match but tag mismatch. We first identify
and characterize this scenario, and refer to it as false sharing path
blocking.

C. Read/Write LineBuffer Contention (S6-S7)



MICRO 25, October 18-22, 2025, Seoul, Republic of Korea

MSHRO !
(occupied) |
MSHRI |

(idle) E
DCache

’ L2 Cache ‘

Figure 13: Mechanism of triggering contention side channel
S5 on MSHR.

The LineBuffer is designed to minimize direct memory inter-
actions per access. In BOOM, the read and write LineBuffers are
used to temporarily hold data read from the L2 Cache and data
to be written back to the L2 Cache, respectively. However, when
two read/write requests are issued to the read/write LineBuffer
simultaneously (i.e., the same clock cycle), only one can be serviced
at a time, causing the other request to be stalled for one cycle. This
results in delayed instruction commit times.

Unlike RIDL[72], which exploits the property that a LineBuffer
entry may contain data from previous loads, our finding reveal that
the timing characteristics of simultaneous accesses to the read/write
LineBuffer can also lead to side-channel risks.

D. L1 DCache Contention (S10-S12)

Within a single hardware thread, two load instructions access the
same L1 DCache line, with the younger instruction executing first.
When the younger instruction encounters a cache miss, the older
instruction will benefit from the resolved miss and thus executes
faster. Without the younger instruction executing first, the older one
has to handle the cache miss by itself, resulting in longer execution
time (S11). Similarly, when the younger load instruction hits an L1
DCache miss while the DCache is full. A cacheline must be evicted
after fetching the data from memory. Unfortunately, the evicted
line is exactly the one the older load instruction needs, resulting in
an extra cache miss. The older load must spend more time handling
the cache miss (S12). Intuitively, S11 and S12 resemble attacks
such as Flush+Reload[34] and Prime+Probe[12]. The difference is
that S11 and S12 do not rely on multithreading. Sonar unveils that
cache-based side channel attacks can be carried out on a single
hardware thread.

In addition, Sonar also find the persistent side channel S10
caused by store conditional instructions mapped to the same cache-
line , which was first revealed by SIGFuzz [26].

E. L1 ICache Contention (S14)

During instruction fetch, the ICache in NutShell does not sup-
port simultaneous reads and writes. When read or write requests
contend for the ICache port, some requests are delayed, resulting
in timing differences in instruction execution. The measured delay
is approximately 8 cycles in our testing.
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F. Execution Unit Contention (S8, S9, S13)

The Multiply-Divide Unit (MDU) in Nutshell is a non-pipelined
execution unit that handles both multiplication and division in-
structions. When a younger instruction occupies the MDU ahead
of an older one, the older instruction is forced to wait until the
MDU becomes available. This contention for the MDU causes de-
lays in committing the older instruction, forming the side channel
§13. Contention can occur between any multiplication or division
instructions. The observed delay ranges from 4 to 63 cycles, de-
pending on the execution times of various instructions.

Moreover, Sonar can also discover the execution unit writeback
port contention side channel S8 in BOOM in as little as 10 minutes,
which was first found by UPEC [23]. While Specdoctor [25] re-
vealed execution unit contention caused by division instructions in
NutShell, Sonar also can detect the same side channel S9 in BOOM.

8.5 Exploitation of Unveiled Contention Side
Channels

Based on the exploitation template in §7.3, we evaluate the exploita-
tion of new contention side channels listed in Table 3. On BOOM,
we successfully construct Meltdown-like exploitation PoC (proof-
of-concept) for S1-S7 and S11-S12. After executing each PoC 1,000
times, the results show that the inferred accuracy for a consecutive
128-bit key exceeds 99% in all cases. Notably, S7 achieves slightly
lower accuracy due to its observable timing difference being only
2-8 cycles, which is more susceptible to noise interference. Addi-
tionally, for S12, the random nature of cache eviction leads to a low
probability for triggering the contention scenario, resulting in a
lower success rate. We also try to construct PoC attacks for the two
side channels S13 and S14 on NutShell. However, the secret accu-
racy rate is below 2%. We attribute this mainly to NutShell’s earlier
exception detection in the pipeline, which causes exceptions to be
handled before the contention side channel is established. Nonethe-
less, we believe there remains potential for further exploitation and
plan to explore alternative attack methods beyond Meltdown to
disclose sensitive information in future work.

8.6 Mitigation Strategies

Both volatile and persistent side channel attacks rely on timing mea-
surements. Therefore, the most direct mitigation against contention-
based side channels is to restrict access to clock registers, prevent-
ing attackers from obtaining precise timing information and thus
reducing the accuracy of information leakage[73].

Many volatile side channel attacks rely on simultaneous mul-
tithreading (SMT); thus, disabling SMT can effectively mitigate
such attacks. Besides, SecSMT|[74] proposes partitioning pipeline
resources to eliminate resource contention between SMT threads. In
addition, obfuscated execution[75, 76], which increases execution
path uncertainty, can further reduce attack success rate.

For persistent side channel attacks, resource isolation is an ef-
fective mitigation strategy to block attack vectors. For example,
Catalyst[77] proposes cache isolation by allocating separate cache
resources to different applications, preventing information leakage
through shared components. Randomization techniques, such as
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random indexing[78, 79] and random padding[80], introduce un-
certainty in data placement and access patterns, making it harder
for attackers to infer sensitive information.

9 Related Work

In recent years, several fuzzing-based side channel detection works
have emerged at the pre-silicon stage. For example, SpecDoctor[25]
designs a multi-stage fuzzing template that detects timing side
channels in transient scenarios by analyzing execution time dif-
ferences after secret-dependent data transfers. WhisperFuzz[27]
integrates static analysis to detect and localize timing vulnerabil-
ities, and SIGFuzz[26] identifies side channels by monitoring the
impact of other instructions on commit timing. However, these ap-
proaches fundamentally rely on randomly generated and mutated
testcases, lacking feedback and guidance from contention-related
states, which makes it difficult to effectively trigger complex or
strict contentions. By comparison, Sonar automatically identifies,
collects, and leverages contention-critical microarchitectural states
to guide fuzzing, enabling targeted testcase mutation and more
effective triggering of contention.

Formal methods like UPEC[23] have also been designed to detect
side channels, but they require custom models, resulting in high
manual costs and limited scalability to large, complex designs. Due
to the linear complexity of the contention states identification,
Sonar can be applied to large-scale and complex designs, offering
end-to-end capability for discovering complex vulnerabilities.

Additionally, some works focus on post-silicon timing side chan-
nel discovery. Revizor[54] targets the L1 DCache by detecting infor-
mation leakage through checking consistency of hardware traces
under the same contract trace. Osiris[81] detects side channels
using a triple-instruction model. ABSynthe[82] proposes an au-
tomated method for contention side channels, but it is designed
for post-silicon stage and relies on real hardware. In comparison,
Sonar aims to uncover contention side channels caused by arbitrary
resources and instruction sequence lengths at pre-silicon stage, en-
abling earlier vulnerability detection and mitigation.

10 Conclusion

In this paper, we present Sonar, the first automated pre-silicon
fuzzing framework for detecting contention-based side channels in
processors. Sonar systematically identifies contention-critical mi-
croarchitectural states and leverages them to guide the generation
of testcases, efficiently triggering contention. This approach bridges
the gap between randomized testcases at the architectural level and
the precise triggering of microarchitectural events. Furthermore,
the proposed dual-differential comparison mechanism can facilitate
rapid identification of contention-based side channels. Evaluation
on two real-world RISC-V processors BOOM and NutShell reveals
14 contention side channels, 11 of which are previously unknown,
spanning multiple pipeline stages and components. We also fur-
ther analyze their exploitability using our designed Meltdown-style
attack template.
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